Abstract: This study presents a process-driven view on the use of model-based testing (MBT) in agile/lightweight processes. It argues that process-related aspects of MBT and agile processes should be explicitly considered in any practical MBT approach intended for use in agile development (AD). It demonstrates that an effective MBT approach for lightweight processes has to specify how MBT activities are integrated into a development process, how and when MBT artefacts are generated, and who would carry out MBT activities. Accordingly, a set of integration criteria is introduced for complete incorporation of MBT into agile/lightweight processes. The integration criteria demonstrate the specific characteristics of an appropriate MBT process for AD processes, and help identify the benefits and shortcomings of existing methods on the use of MBT in such processes. Evaluation of existing works based on the proposed integration criteria shows that they have all focused on minimal modelling, and only one method has considered the ‘evolution’ of test models and the ‘reuse’ of test cases, whereas ‘evolution’ and ‘reuse’ are essential characteristics of agile processes, which have to be addressed in any MBT approach intended for such processes.

1 Introduction

In modern software development, testing plays an invaluable role as a quality assurance measure. In particular, agile/lightweight methodologies recommend automated testing as the main method for quality assurance [1]. By bringing testing into the main development cycle and focusing on automated testing, these methods aim to achieve low defect rates while remaining faithful to the principles of agility. However, they are plagued with several deficiencies in this regard including complex and difficult-to-maintain test scripts [2].

A promising solution to these issues lies in model-based testing (MBT) processes, which provide a structured approach to testing based on high-level behavioural models [3]. The benefit of MBT lies primarily in automated test case generation and automated analysis of the test results; it has, therefore, received significant attention in the testing of complex software systems. MBT also supports requirements validation early in the development process; defects in requirements such as ambiguity and incompleteness can be detected during the development of the test models, which are usually produced during the earlier phases of the development process. However, many MBT methods are not directly suitable for application to agile/lightweight methodologies, as the practises prescribed by MBT are not particularly compatible with those prescribed by agile methods: typically, agile/lightweight methodologies tend to simplify and speed up the development process by discouraging the production, and subsequent updating, of models [2, 4].

As mentioned at the Dagstuhl Seminar in 2004, for MBT to be successful, it must be integrated into the development process, and hence, it has to support process-specific characteristics that are specifically related to testing. In our view, an effective MBT approach for agile/lightweight processes needs to explicitly consider and address the characteristics of such processes. Many studies have argued that a major obstacle in the effective application of MBT to agile processes is that the models required for MBT are typically different from those usually developed during general software analysis and design or need additional details that are not typically included in ordinary models (e.g. temporal-logic descriptions for properties [5]). Accordingly, the use of MBT in agile/lightweight processes has mainly been studied by focusing on the models that could be used for MBT in agile/lightweight processes (e.g. [2, 4, 6–8]).

We aim to demonstrate that agile/lightweight processes involve certain other characteristics and features that should be considered in an effective MBT approach for agile methods, as addressed by a small number of studies (e.g. [7, 8]). For example, an inherent characteristic of agile processes is the evolution of development artefacts including models. Therefore, the test models need to be kept up-to-date, and hence, an MBT approach has to explicitly provide mechanisms to effectively support model evolution. Moreover, the (test) models become larger and more complex over time; hence, the number of test cases grows continuously and rapidly, which if not properly managed, will increase the testing effort required. This makes it impossible to get frequent and quick feedback on the whole system, which is a mandatory requirement in agile/lightweight processes. These characteristics are addressed when process-related issues and challenges are considered in the application of MBT in agile/lightweight processes. Whereas if the focus is limited to the issues related to artefacts, all that is observed is the misalignment or difference in abstraction level between the models required by MBT techniques and those used in agile methods.

This paper presents a process-driven view on the use of MBT in agile/lightweight processes, highlighting the process-related issues. It introduces a set of criteria to be considered in a complete incorporation of MBT into agile/lightweight processes, to yield an appropriate MBT approach for agile/lightweight processes. In the process-driven approach to the application of MBT in a development process, we mainly focus on (i) how MBT activities are integrated into a development process, (ii) how MBT artefacts (e.g. test models and test cases) are generated, in relation to other development artefacts, and (iii) who would carry out MBT activities. Note that we are not interested in classifying MBT techniques based on, for example, their underlying (formal) semantics and test generation algorithms (i.e. based on MBT taxonomies such as that proposed in [9]). In fact, such classifications and studies are helpful if a concrete MBT technique needs to be selected (e.g. [10, 11]). We look at such properties, only when required, in relation to other development artefacts.

Accordingly, we introduce a set of integration criteria for complete and practical incorporation of MBT into agile/lightweight processes. The criteria are defined based on (i) the general MBT
process and its requirements and (ii) the specific challenges of the
target development process (which is an agile/lightweight
methodology). In this paper, we focus on those characteristics/
requirements that are related to MBT, i.e. characteristics/
requirements that affect or are affected by the integration.
The integration criteria define the specific characteristics of an
appropriate MBT process for agile processes, thus allowing us
to engineer an appropriate MBT process for a target development
process. Additionally, they enable us to assess the extent to which a
testing approach complies with or fulfils the requirements of a
target development process (which is an agile/lightweight
process). Moreover, the set of criteria helps identify the benefits and shortcomings of the methods already used
for MBT in agile/lightweight processes.
The main contributions of this paper are as follows:

- A comprehensive set of criteria for incorporation of MBT
  (activities and artefacts) into agile/lightweight processes.
- An evaluation of existing studies on the use of MBT in agile/
  lightweight processes, identifying the shortcomings of existing
  approaches.

The rest of this paper is structured as follows: Section 2 briefly
introduces MBT processes including their activities and artefacts.
In Sections 3 and 4, considering an ideal and complete
incorporation of MBT into agile/lightweight processes, a
comprehensive set of integration criteria is proposed. Section 5
introduces the existing works that consider process-related issues
in the application of MBT in agile processes. Then, in Sections 6
and 7, these works are evaluated and discussed with respect to the
proposed integration criteria. Finally, Section 8 concludes this
paper and outlines the future work.

2 MBT: fundamentals

MBT is a variant of testing that relies on explicit behavioural
models that encode the intended behaviour of a system under test
(SUT) and/or the behaviour of its environment [12]. Test cases
are generated from one of these models or a combination thereof and
are then executed on the SUT. The use of explicit models is
motivated by the observation that, traditionally, test derivation
tends to be unstructured, irreproducible, undocumented, and
dependent on the ingenuity of the individual performing it. The
idea is that the artefacts that explicitly encode the intended SUT,
and possibly the environment's behaviour, can help mitigate these
problems. However, some aspects remain unclear such as the
models that can be used by MBT techniques, and the abstraction
level of these models [13].

2.1 MBT process and activities

MBT encompasses various processes and techniques for the
automatic derivation of abstract test cases from abstract models,
the generation of concrete tests from abstract tests, and the manual
or automated execution of the resulting concrete test cases.
Utting et al. [12] define a generic process for MBT, as depicted
in Fig. 1, which involves the following major activities:

1. building the (abstract) test model,
2. defining test selection criteria,
3. transforming test selection criteria into operational test case
   specifications,
4. generating tests, and
5. (a) developing and setting up the adaptor component and (b)
   executing the tests on the SUT.

2.2 MBT artefacts

The general MBT process involves a specific set of artefacts
required for automatic test generation and execution. We will have
a brief look at the main artefacts.

Test model: A model of the SUT is built from informal
requirements or existing specification documents, which is often
called a test model. There might be a set of models of the SUT.
Test models are used as the basis for test generation, and thus they
must be sufficiently precise to serve as a basis for the generation of
'meaningful' test cases. The tests generated from the models
should be complete enough in terms of actions, input parameters
and expected results, to provide real added value. If not, a part of
the test design job has to be performed manually.

It is usually either to develop a test-specific model directly from
the informal requirements or to reuse just a few aspects of the
development models as the basis for the test model, which is then
validated against the informal requirements. Nevertheless, it is
important to have a certain degree of independence between the
models used for test generation and the development model, so that
efforts in the development model are not propagated to the
generated tests [14].

Test case specifications: Test case specifications formalise the
notion of test selection criteria and render them operational so that
an automatic test case generator can generate/derive a test suite
from the test models, satisfying the test case selection criteria. Test
selection criteria guide the automatic test generation to produce a
'good' test suite – one that fulfils the test policy defined for the
SUT or a testing experiment. Test selection criteria can address
different aspects of a system. For example, they may relate to a
given functionality of the system (requirements based test selection
criteria), to the structure of the test models (state coverage and
transition coverage), to data coverage heuristics (pairwise,
boundary value), to properties of the environment, or to a well-
defined set of faults. Test selection criteria are transformed into test
case specifications.

Test suite and test case: A test suite is a finite set of test cases.
A test case is a finite structure of the input and expected output; it
can be a pair of input and output in the case of deterministic
systems, a sequence of input and output in the case of deterministic
reactive systems, and a tree or a graph in the case of non-
deterministic reactive systems.

Adaptor: As the test model and SUT reside at different levels of
abstraction, these different levels must be bridged. Execution of a
test case starts by concretising the test inputs and sending that
concrete data to the SUT. The resulting concrete output of the SUT
must be captured and abstracted to obtain the high-level expected
result, which is then compared against the expected (abstract) result.
The component that performs the concretisation of test
inputs and abstraction of test outputs is called the adaptor, as it
Table 1 Evaluation values for 'building the model'

<table>
<thead>
<tr>
<th>Case</th>
<th>Description and values</th>
</tr>
</thead>
<tbody>
<tr>
<td>explicit</td>
<td>activity is considered explicitly, specify when the activity is carried out (if possible), specify by whom the activity is carried out (if possible), specify the required inputs (if existent)</td>
</tr>
<tr>
<td>implicit</td>
<td>activity is implied, specify how it is implied (if applicable), no activity is neither explicitly considered nor implied</td>
</tr>
</tbody>
</table>

*Italicics show the general meaning of the corresponding case for the criterion. Bold words define the aspects that are considered for a criterion.*

Adapts the abstract test data to the concrete SUT interface. The adapter is a concept and not necessarily a separate software component – it may be integrated within the test scripts.

3 MBT in agile development (AD) processes

The most essential feature for considering a testing process as an MBT process is to support the generation and execution of test cases based on some (preferably formal) abstract test model. In this context, the very first requirement for applying an MBT approach is to have test models that are appropriate for the desired level(s) of testing and to then generate the required test cases using these test models. This MBT approach is called artefact-driven.

The artefact-driven approach has been commonly considered in the context of using MBT in development processes. Most previous studies have focused on the different types of test models that can be used for MBT in a development process or in a specific context or domain such as software product lines or cyber-physical systems. Similarly, in the context of agile/lightweight processes, previous studies have largely focused on test models, and have hence argued that the main challenge in the use of MBT in such processes is the misalignment or difference in abstraction level between the artefacts required by MBT and those used in agile methods.

Apart from the overall approach, a practical incorporation of MBT into an AD process has to specify how MBT activities are integrated and carried out, and how test artefacts (e.g. test models and test cases) relate to other development artefacts; however, very few studies have addressed this (e.g. [8]).

We propose an alternative, process-driven approach to the use of MBT in AD processes, by highlighting the process-related issues and characteristics. In this approach, an MBT technique is studied in the context of a complete development process, considering all the testing and related development activities and artefacts, as well as the related process-specific characteristics and requirements of agile/lightweight methods. We are mainly interested in the following aspects, considering general MBT activities and artefacts:

- how MBT activities/tasks are integrated into an AD process;
- how MBT artefacts, e.g. test models and test cases, are generated and used in relation to other development artefacts;
- who would carry out each MBT activity; and
- how each (related) specific requirement of agile methods is fulfilled.

Accordingly, a set of criteria for complete incorporation of an MBT approach into agile/lightweight processes is identified and introduced. Basically, an integration is considered from two main perspectives: (i) the MBT process and (ii) the type or context of the target development process. Each perspective focuses on specific aspects and the needs corresponding to that perspective.

Additionally, the application of MBT in a development process is affected by the type or level of testing for which MBT is intended. An MBT technique for unit testing (UT) requires different types of artefacts from an MBT technique for system testing (ST). We have also come to realise that an MBT process proposed in the context of agile/lightweight processes can aim for different levels of detail, from abstract to very detailed; for example, one may intentionally provide a high-level, and hence more flexible, MBT process. Accordingly, the intended level of detail has been defined as an integration criterion that can be high/abstract, medium, or low/detailed.

4 Integration criteria

In this section, we first define the process-related characteristics of MBT that should be considered in complete and fully detailed integration. Then, considering agile processes, the agility characteristics that have to be fulfilled in a practical MBT approach are introduced and described.

4.1 MBT process characteristics

As explained in Section 2.1, an MBT process consists of a number of major activities along with their associated artefacts. In a practical application of MBT in a development process, it is also important to specify who does what; i.e. the roles involved. Note that there are classifications and taxonomies for MBT such as [12, 15, 16] that consider the characteristics of a standalone MBT technique, regardless of the development process in which it is used. Such taxonomies would help practitioners or researchers in identifying specific MBT techniques, and would hence improve the adoption of MBT technologies. However, they do not consider the process-related issues and requirements, which are the focus of our study. In the context of our study, such taxonomies can provide guidelines for identifying the different aspects in the process-driven view on the application of MBT in agile processes; we have also used them, in a few cases, to identify the detailed evaluation values (e.g. for determining the test execution mode).

Through a number of iterations and refinements, a number of criteria have been defined along with their possible values. These criteria, which assess an integration with respect to the characteristics of MBT processes, are described throughout the rest of this section.

4.1.1 Criteria related to MBT activities: Each MBT activity should be covered, particularly with respect to other development activities. However, some of the activities are more important, and are, therefore, considered explicitly and in more detail; others, which are less essential for integration, are typically implied by the proposed technique or the testing tool. In this section, we will discuss each MBT activity in the context of detailed integration into an agile/lightweight process, and introduce its relevant criterion.

**Building the model:** This is the most important activity in an integration, as pointed out in the literature. It is typically signified by its main associated (output) artefact: test models. Depending on the intended levels (types) of testing, a complete integration should specify and discuss when and by whom the test models are built. A practical integration has to specify the input for this activity as well. Test models may be (i) an already available model such as design models (this would be an instance of complete reuse), (ii) automatically or manually generated based on other models (partial reuse), and (iii) completely constructed from scratch (no reuse). In some cases, this activity is implied by assuming that the test models are already available, which is sometimes a valid assumption (e.g. when the test models are provided by a third party); otherwise, it would result in an incomplete integration. For the evaluation, we first look into whether this activity is explicitly considered and mentioned in an integration or not. Then, in case it is considered, we examine to what extent it is discussed by asking the following questions: (i) Is it stated when it is performed?; (ii) Is it stated by whom it is performed?; and (iii) Does it require any specific input? In cases where this activity is implied, we may find out and mention ‘how it is implied’. Table 1 shows the evaluation values.

**Defining test selection criteria and test case specifications:** These two activities are usually not mentioned explicitly, and it is typically assumed that there is always a set of test selection criteria (and consequently, test case specifications) for generating the test cases. It is usually implied by the specific MBT technique or the
Table 2: Evaluation values for ‘defining test selection criteria’ and test case specifications

<table>
<thead>
<tr>
<th>Case</th>
<th>Description and values</th>
</tr>
</thead>
<tbody>
<tr>
<td>explicit</td>
<td>activity is considered explicitly specify the test selection criteria (if available) specify by whom the activity is carried out (if possible)</td>
</tr>
<tr>
<td>implicit</td>
<td>activity is implied specify how it is implied (if applicable)</td>
</tr>
<tr>
<td>no</td>
<td>activity is neither considered explicitly nor implied</td>
</tr>
</tbody>
</table>

Italic words show the general meaning of the corresponding case for the criterion. Bold words define the aspects that are considered for a criterion.

Table 3: Evaluation values for ‘generating tests’

<table>
<thead>
<tr>
<th>Case</th>
<th>Description and values</th>
</tr>
</thead>
<tbody>
<tr>
<td>explicit</td>
<td>the activity is considered explicitly specify when the activity is carried out (if possible) specify by whom the activity is carried out (if possible) specify the test generation algorithm (if mentioned) specify the specific testing tool (if mentioned)</td>
</tr>
<tr>
<td>implicit</td>
<td>the activity is implied specify how it is implied (if applicable); e.g. by using a particular tool</td>
</tr>
<tr>
<td>no</td>
<td>activity is neither considered explicitly nor implied</td>
</tr>
</tbody>
</table>

Italic words show the general meaning of the corresponding case for the criterion. Bold words define the aspects that are considered for a criterion.

Table 4: Evaluation values for ‘developing and setting up the adaptor’

<table>
<thead>
<tr>
<th>Case</th>
<th>Description and values</th>
</tr>
</thead>
<tbody>
<tr>
<td>explicit</td>
<td>activity is considered explicitly specify when the activity is carried out (if possible) specify by whom the activity is carried out (if possible)</td>
</tr>
<tr>
<td>implicit</td>
<td>activity is implied specify how it is implied (if applicable); e.g. by using a particular tool or framework</td>
</tr>
<tr>
<td>no</td>
<td>activity is neither considered explicitly nor implied</td>
</tr>
</tbody>
</table>

Italic words show the general meaning of the corresponding case for the criterion. Bold words define the aspects that are considered for a criterion.

Table 5: Evaluation values for ‘executing the tests’

<table>
<thead>
<tr>
<th>Case</th>
<th>Description and values</th>
</tr>
</thead>
<tbody>
<tr>
<td>explicit</td>
<td>the activity is considered explicitly specify when the activity is carried out (if possible) specify by whom the activity is carried out (if possible) specify the test execution mode (online or offline), in case it is mentioned specify the specific testing tool, if it is mentioned.</td>
</tr>
<tr>
<td>implicit</td>
<td>The activity is implied specify how it is implied (if applicable), e.g. by using a particular tool</td>
</tr>
<tr>
<td>no</td>
<td>the activity is neither considered explicitly nor implied</td>
</tr>
</tbody>
</table>

Italic words show the general meaning of the corresponding case for the criterion. Bold words define the aspects that are considered for a criterion.

MBT tool that is used or implemented. In very few cases, test coverage criteria may also be worth mentioning. On the basis of Utting et al.’s taxonomy [12], test selection criteria can be of these types: Structural model coverage, data coverage, requirements coverage, random and stochastic, fault-based, or custom test specifications. An integration may also specify who would determine the coverage criteria (i.e. the roles involved). Table 2 shows the evaluation values related to this activity.

 Generating tests: This activity is also an important activity in MBT, and hence should be addressed in any practical integration of MBT into development processes. However, the details (e.g. the test generation algorithm) are often not explained or are explained in an abstract manner. This activity is usually implied by the MBT tool or the technique used or implemented. The levels (types) of testing are also very important in determining when test cases are generated and what the output is (e.g. the format or type of the generated tests), and it is, therefore, recommended to mention the intended level of testing in a complete integration. Considering Utting et al.’s taxonomy, test generation technologies include random, search-based, model checking, symbolic execution, theorem proving, and constraint solving algorithms. Although tests are usually generated automatically (i.e. by a tool), in a complete integration it should also be specified who would perform this activity. Table 3 shows the evaluation values.

Developing and setting up the adaptor component: This activity depends on the technical properties of the testing environment and the SUT; thus, the adaptor is developed and set up in a case-by-case manner. This activity is not required to be discussed in the integration at the process level. Nevertheless, a very specific and low-level integration could specify and discuss the adaptor regarding the particular MBT tool used or suggested, though it might not provide useful information in terms of process-related issues. We focus on whether this activity is explicitly discussed, and if so when and by whom. Table 4 shows the evaluation values.

Executing the tests on the SUT: This is the main testing activity, and should, therefore, be specified by any integration, at least by indicating the level of testing at which MBT is applied. Depending on the level (type) of testing, test execution will be carried out in different phases of the development process and by different roles. Additionally, an integration may provide more details such as the testing mode (i.e. online or offline) or the particular tools used. Table 5 shows the evaluation values.

4.1.2 Criteria related to MBT artefacts: A practical integration should specify how each MBT artefact is generated or derived with respect to other artefacts (e.g. constructed from scratch, generated based on other artefacts, or reusing existing development artefacts). For example, Pretschner and Philippis [14] have recognised four high-level scenarios for using MBT, regarding the relationships between the models used for test case generation and the models used for development; these scenarios include: common model, automatic model extraction, manual modelling, and separate models.

Nevertheless, an integration may not specify the exact type/model of the test artefacts, thus allowing for flexibility. This flexibility should be mentioned explicitly in the integration, along with the relationships between the test models and other development artefacts. The main MBT artefacts have already been discussed in the context of MBT activities (i.e. which artefact pertains to which activity). In this section, each artefact is considered regardless of its associated activities to determine if an integration explicitly mentions the required testing artefacts, and if so, if it indicates (i) any specific type/format for the artefacts and (ii) how a testing artefact relates to other development artefacts. In some cases, the artefacts are implied by using a particular tool or framework. For test models, in particular, the degree of reuse is also mentioned including: complete reuse, partial reuse, and no reuse. The evaluation values related to the main four MBT artefacts, namely test models, test case specifications, test cases, and adaptor, are respectively, shown in Tables 6–9.

The above criteria focus on the process-related issues and characteristics and do not cover those aspects of MBT processes that are typically used for selecting an MBT technique; for example, those provided in MBT taxonomies. Nevertheless, these criteria can be extended and refined based on such taxonomies, if required in a particular evaluation scenario.

4.2 Agile process characteristics

AD is iterative, so that requirements and solutions can evolve, and high-quality software increments can be delivered rapidly. Two of the most prominent agile methods are Extreme Programming (XP) [1] and Scrum [17].
In this research, we are interested in those characteristics of agile processes that can affect the application of MBT techniques in such processes or make the integration a challenge. Faragó [2] identifies two key requirements for MBT in AD, namely flexibility and rapid delivery, and argues that they can be achieved by underspecifying the models that MBT uses; the test models should be underspecifiable and iteratively refined so that they can be used to handle evolving systems and changing requirements. In each iteration, a subset of the system requirements is analysed, designed, implemented, and tested incrementally. Accordingly, iterative testing is essential to quality assurance in agile/lightweight methodologies. As for MBT, test models have to be iteratively created to provide adequate information for the current iteration; test cases are then generated automatically.

In this context, test models evolve to specify new behaviour, and consequently, new versions of the test models are created. The most common approach in dealing with system evolution is to generate a new set of test cases from the new version of the test models or as input for building the test models? In the latter case, is it indicated whether the test models are generated automatically or constructed manually? The evaluation values with respect to minimal modelling are shown in Table 10. Iterative/incremental development: Agile software development methodologies use iterative and incremental development in order to handle evolving systems and changing requirements. In each iteration, a subset of the system requirements is analysed, designed, implemented, and tested incrementally. Accordingly, iterative testing is essential to quality assurance in agile/lightweight methodologies. As for MBT, test models have to be iteratively created to provide adequate information for the current iteration; test cases are then generated automatically.

In this context, test models evolve to specify new behaviour, and consequently, new versions of the test models are created. The most common approach in dealing with system evolution is to generate a new set of test cases from the new version of the test models. However, a more effective approach, which reduces the effort required, is to reuse previously generated test cases and identify those test cases that will support the development of new features in the current iteration (possibly with limited updates). In this case, new test cases may be generated for testing the new features that cannot be covered by existing test cases.

Additionally, test models become larger and more complex over time, and hence, the number of test cases grows continuously and rapidly; if not managed properly, this can increase the required testing effort to unmanageable levels, and will make it impossible to get frequent and quick feedback on the whole system, which is a mandatory requirement in agile/lightweight processes. Effective management of change (mainly via reuse of test cases) would be a promising approach for addressing this challenge.

We assess evolution in test models and test case reuse as an integration criterion that determines if an integration specifies whether (and how) it deals with ‘evolution’, and whether it models [18]) has presented an opportunity for benefiting from MBT in agile processes.

It is important to note that MBT artefacts, particularly the test models, have to be in line and compatible with the characteristics of agile processes. This also addresses an important maxim of AD: valuing ‘working software over comprehensive documentation’; thus reducing/limiting extra non-software artefacts, which are typically required by MBT.

In the context of ‘minimal modelling’, we define the following integration criterion: Is it specified which agile artefact is used as the test models or as input for building the test models? In the latter case, is it indicated whether the test models are generated automatically or constructed manually? The evaluation values with respect to minimal modelling are shown in Table 10.

Iterative/incremental development: Agile software development methodologies use iterative and incremental development in order to handle evolving systems and changing requirements. In each iteration, a subset of the system requirements is analysed, designed, implemented, and tested incrementally. Accordingly, iterative testing is essential to quality assurance in agile/lightweight methodologies. As for MBT, test models have to be iteratively created to provide adequate information for the current iteration; test cases are then generated automatically.

In this context, test models evolve to specify new behaviour, and consequently, new versions of the test models are created. The most common approach in dealing with system evolution is to generate a new set of test cases from the new version of the test models. However, a more effective approach, which reduces the effort required, is to reuse previously generated test cases and identify those test cases that will support the development of new features in the current iteration (possibly with limited updates). In this case, new test cases may be generated for testing the new features that cannot be covered by existing test cases.

Additionally, test models become larger and more complex over time, and hence, the number of test cases grows continuously and rapidly; if not managed properly, this can increase the required testing effort to unmanageable levels, and will make it impossible to get frequent and quick feedback on the whole system, which is a mandatory requirement in agile/lightweight processes. Effective management of change (mainly via reuse of test cases) would be a promising approach for addressing this challenge.

We assess evolution in test models and test case reuse as an integration criterion that determines if an integration specifies whether (and how) it deals with ‘evolution’, and whether it models [18]) has presented an opportunity for benefiting from MBT in agile processes.

It is important to note that MBT artefacts, particularly the test models, have to be in line and compatible with the characteristics of agile processes. This also addresses an important maxim of AD: valuing ‘working software over comprehensive documentation’; thus reducing/limiting extra non-software artefacts, which are typically required by MBT.

In the context of ‘minimal modelling’, we define the following integration criterion: Is it specified which agile artefact is used as the test models or as input for building the test models? In the latter case, is it indicated whether the test models are generated automatically or constructed manually? The evaluation values with respect to minimal modelling are shown in Table 10.

Iterative/incremental development: Agile software development methodologies use iterative and incremental development in order to handle evolving systems and changing requirements. In each iteration, a subset of the system requirements is analysed, designed, implemented, and tested incrementally. Accordingly, iterative testing is essential to quality assurance in agile/lightweight methodologies. As for MBT, test models have to be iteratively created to provide adequate information for the current iteration; test cases are then generated automatically.

In this context, test models evolve to specify new behaviour, and consequently, new versions of the test models are created. The most common approach in dealing with system evolution is to generate a new set of test cases from the new version of the test models. However, a more effective approach, which reduces the effort required, is to reuse previously generated test cases and identify those test cases that will support the development of new features in the current iteration (possibly with limited updates). In this case, new test cases may be generated for testing the new features that cannot be covered by existing test cases.

Additionally, test models become larger and more complex over time, and hence, the number of test cases grows continuously and rapidly; if not managed properly, this can increase the required testing effort to unmanageable levels, and will make it impossible to get frequent and quick feedback on the whole system, which is a mandatory requirement in agile/lightweight processes. Effective management of change (mainly via reuse of test cases) would be a promising approach for addressing this challenge.

We assess evolution in test models and test case reuse as an integration criterion that determines if an integration specifies whether (and how) it deals with ‘evolution’, and whether it
The level of detail is somehow related to and affected by the target process: whether it is generic, is of a specific type or model, or is described by metamodels. The level provides an overview of the development process and illustrates its application.

### Table 11: Evaluation values for ‘evolution’ in test models

<table>
<thead>
<tr>
<th>Case</th>
<th>Description and values</th>
</tr>
</thead>
<tbody>
<tr>
<td>explicit</td>
<td>evolution is considered explicitly</td>
</tr>
<tr>
<td>implicit</td>
<td>evolution is implicitly considered</td>
</tr>
<tr>
<td>no</td>
<td>evolution is not mentioned (neither explicitly nor implicitly)</td>
</tr>
</tbody>
</table>

### Table 12: Evaluation values for ‘reuse’ in test generation

<table>
<thead>
<tr>
<th>Case</th>
<th>Description and values</th>
</tr>
</thead>
<tbody>
<tr>
<td>yes</td>
<td>reuse of previously generated test cases is supported</td>
</tr>
<tr>
<td>no</td>
<td>reuse of previously generated test cases is not supported</td>
</tr>
</tbody>
</table>

As mentioned above, the types (levels) of testing in which MBT is going to be used affect the integration of MBT into a development process; e.g. to what extent MBT activities and development activities are required to be integrated or in which development phases (steps) MBT activities are carried out. MBT can be used for different levels of testing, namely UT, integration testing (IT), ST, acceptance testing (AT), and regression testing (RT).

## 5 MBT and agile processes: overview

This section presents an overview of the works that demonstrate the application of MBT in an agile process or provide an MBT approach for such processes. MBT can be applied in agile/lightweight processes using testing techniques based on UML models, metamodels, requirements, and architectural models [19]; hence, there are several studies on such testing techniques [20–22]. Herein, we are interested in those studies that in particular consider MBT throughout a complete agile/lightweight development process and illustrate its application.

MBT and AD are the two major approaches to increase the quality of software, and hence, MBT has been extensively studied in relation to AD. However, existing MBT techniques are not directly applicable in agile processes due to the well known problem of misalignment of artefacts developed in agile software development projects and those required by MBT, in general. MBT's need for precise and elaborate models is considered detrimental to agility; however, the use of (lightweight) models/modelling in agile processes (e.g. [1]) and practical models in MBT (e.g. [18]) seem to offer viable solutions.

There are several studies addressing this problem such as [4, 7], which, however, do not address the integration of tasks, the level of testing where MBT is used, and the interleavings of testing activities with other development activities.

Jalalinasab and Ramsin [19] take a general viewpoint on the use of MBT in agile processes and express the possible solutions as patterns, based on previous studies on using MBT including testing based on UML models, metamodels, requirements, and architectural models. Although the integration of MBT activities and artefacts is not explicitly discussed in their work, the patterns provide the details required for their application in a process, as they have illustrated in the context of the feature-driven development methodology.

Katara and Kervinen [4] introduce a domain-specific, use case-driven testing approach in which use cases are converted into sequences of so-called ‘action words’, which represent the events listed in the use cases. Action words are automatically translated into labelled transition systems (LTSs) for test generation. The approach relies on domain experts to design the test models.

Uting and Legeard [23] study the suitability of MBT-for-agile processes with respect to the three practices of agile methods that are related to MBT: namely test-driven development (TDD), customer acceptance tests, and agile modelling. They argue that MBT can offer an opportunity for generating a suite of unit tests from a small model (for TDD), which may reduce the cost of developing unit tests and allow a more rapid response to evolving requirements. They also contend that MBT can be applied for AT, for example, for ST in XP (Fig. 2), since test engineers help the customer in preparing the test models. Finally, they argue that agile methods encourage the customer to write acceptance tests in his/her own business language, which is quite close to MBT, as the business language is actually playing the role of a domain-specific language. They suggest that MBT tasks should preferably be carried out separately from the mainstream development activities, as illustrated in Fig. 3a. Nevertheless, they do not provide any detail on how MBT activities should actually be carried out.

Puolitaival [6] considers the adoption of MBT in an agile context. He first studies this adoption from a theoretical perspective and then presents a case where MBT is used in an agile project. He suggests including MBT test engineers in the agile team (Fig. 3b), thus avoiding the information gap between development teams and testing teams. He also states that two factors are important in the adoption of MBT in an agile context: (i) reasonable testing effort and (ii) managing MBT activities in the same way as development activities, e.g. by performing MBT through pair programming and TDD. Mobile-DKM [24] has been used as the development process in the case study, which is an
agile method integrating XP's development practises, Scrum's management practises, and rational unified process's phases. Conformiq Qtronic has been chosen as the test case generator, which exports the test suite as a text file. The test suite is then imported to the JwebUnit tool, which is used as the test execution platform. Test models are iteratively developed by Conformiq Qtronic Modeller.

In [2], Faragó investigates how MBT can improve AD and vice versa. He discusses the main benefits of applying MBT in AD and identifies two key requirements for using MBT in agile methods, namely flexibility and rapid delivery, which are achieved by underspecifying the models used for MBT. Accordingly, in [25], he presents a theoretical basis and introduces a new method for MBT, called lazy on-the-fly MBT, which addresses the aforementioned issues efficiently. He considers a combination of the most prominent agile methods, namely XP and Scrum, assuming that other agile methods lead to the same implications on verification. The test-first development cycle is thus changed into a rather specification-first development cycle, as illustrated in Fig. 4. Faragó uses the input–output conformance (ioco) theory [3], and introduces symbolic transition systems (STSs) and their underspecification and refinement possibilities, to address the requirements for MBT in AD. The models are underspecifiable and iteratively refined so that they are efficiently handled in test generation. Hence, the proposed approach can be used in AD for selecting more revealing tests and achieving higher coverage and reproducibility.

Löffler et al. [26] introduce a model-based AT method for Scrum that addresses two major challenges: (i) poor requirements specifications and communication with customers and (ii) automatic test script generation from abstract (test) models. Their approach follows the ideas of Utting and Legeard [23], in that (i) MBT must be embedded into agile processes and existing tool chains; (ii) there is a need for dedicated domain-specific modelling languages for making behavioural modelling easier and more user-friendly; and (iii) MBT must be linked to requirements analysis. They extend Scrum by (i) adding two new models, namely interaction overview diagrams (IOD) and sequence diagrams (SD), for specifying the user stories and (ii) using FitNesse [27] as a well-established AT framework. They then refine the sprint-level activities via using the new (test) model artefacts throughout the sprint. Their extension of the Scrum process is shown in Fig. 5; Fig. 6 shows how MBT activities are embedded into Scrum sprints.

Vuori [28] reports very primitive incorporation of MBT into a simplified version of Scrum. He considers MBT in the overall flow of testing, assuming that the required test models are created in some way and are then used throughout the development process. The integration proposed is very abstract, and the report does not explain the testing activities and how they should be carried out. Having considered iterative and incremental processes for system evolution, Ussami et al. [8] address the challenges of how to reuse test artefacts and how to select the relevant tests for implementing a new version of the system. They propose a process called D-MBTDD in which AD of a system is guided by model-based tests, focusing on reusing test artefacts and identifying the tests relevant to the development. They adapt the idea of delta-oriented model-based Software Product Line (SPL) RT [29]. In their work, finite state machines (FSMs) are used as test models to represent the system's behaviour and the deltas, which contain the differences between two versions. Although they explain the process for the first iteration and subsequent iterations, they do not provide the details on how testing artefacts are related to other development artefacts. They also assume that test models have already been created and validated by specialists.

Spichkova and Zamansky [30] propose a formal framework for MBT, called AHR: agile, human-centred and refinement-oriented. AHR is based on iterative construction of models and test plans and supports refinement at different levels of abstraction. It addresses the inevitable inconsistency, incompleteness, and inaccuracy of models and test plans in MBT, which necessitates constant revision and refinement of models and test plans.
Elallaoui et al. [31] present a model-driven testing approach within Scrum via applying an MDA approach for model transformation, as illustrated in Fig. 7. It generates TestNG [32] test cases based on their earlier works, which introduce techniques for (i) generating UML SDs from a set of user stories [33] and (ii) generating TestNG tests cases from UML SDs [34]. To generate the test model, a user story is chosen from a list of requirements, and the platform-independent model (PIM) is generated. This design model (PIM) is then transformed into a platform-independent test, which represents the test model. These two transformations, implemented in the AndroMDA framework [35], constitute the core of the approach. The first transformation takes the design model represented by UML SDs and generates specialised SDs conforming to the UML 2.0 Testing Profile (U2TP) [36]; these SDs constitute the test models. The second transformation takes the test models as input and produces TestNG test cases.

6 Evaluation of existing works

Tables 13 and 14 present the results of evaluating existing works on the incorporation of MBT into AD processes with respect to our proposed criteria. These studies demonstrate the use of MBT in an agile/lightweight development process.

The evaluation results in Table 13 show that all of the existing works explicitly consider the ‘building test models’ activity. In all of them, the intended type of testing (e.g. AT) implies when this activity is carried out; it is assumed that the required test models are generated whenever the corresponding tests are created in the original process, without applying MBT. Excluding the works by Faragó [2, 25], all of the studies mention who would carry out this activity.
activity and how the test models are built. All of the proposed approaches specify the information used to generate the test models, excluding the study by Puolitaival [6] which does not explicitly mention the exact input for this activity. Puolitaival does, however, indicate the type of testing (AT), which can indicate that the test models are related to customer requirements.

Most of the works specify the test selection criteria via considering the type of the test models or the particular testing tool used for MBT.

Other MBT activities including test generation, setting up the adaptor, and test execution are typically considered in the context of the testing platform or the test tool. In a few cases (e.g. [8, 25, 31]), more details (e.g. test execution mode and the adaptor) have been provided, depending on the scope and target of the research conducted.

According to Table 14, ‘test models’ are the main MBT artefact considered in the studies, which is somehow predictable as they are the main artefact in an MBT process. In all of the studies, test models are generated based on either use cases or user stories, which represent the requirements or system behaviour. The type/format of the test models is also specified and described in all of the studies, which is highly dependent on the testing platform or the tool. Other artefacts are mostly implied by the testing tool or the proposed platform.

In terms of agile characteristics, all of the studies intend to consider ‘minimal modelling’ as an essential criterion or requirement for effective use of MBT. ‘Evolution of test models’, if explicitly mentioned, is addressed by generating new test models when new/updated requirements are identified. Only one paper [8] addresses evolution properly by introducing delta-oriented MBT for TDD; in this work, new test models are generated/updated based on previous test models. This paper is also the only one which discusses the ‘reuse of test cases’. The other studies assume that test cases are always regenerated in case the models are changed.

7 Discussion

Our evaluation shows that few studies consider MBT in the context of a complete agile/lightweight development process. Although any MBT technique based on UML models, metamodels, requirements, and architectural models is of potential use in agile/lightweight processes (as mentioned in Section 4), a practical solution needs to consider the details and implications throughout the whole development life cycle, addressing the process-related aspects as well.

Moreover, our evaluation shows that most of the existing works on the application of MBT in agile/lightweight processes consider AT as the main target for using MBT. Also, they largely focus on

---

Table 14  Evaluation of exiting works on the use of MBT, considering MBT artefacts and agility, in the context of agile processes; empty cells represent ‘no’ in the evaluations which are not shown in this table for clarity

<table>
<thead>
<tr>
<th>Study</th>
<th>Test models</th>
<th>MBT artefacts</th>
<th>Test cases and test suite</th>
<th>Adaptor</th>
<th>Minimal modelling</th>
<th>Agility</th>
<th>Test models evolution</th>
<th>Test case reuse</th>
</tr>
</thead>
<tbody>
<tr>
<td>Katara and Kervinen [4]</td>
<td>mentioned (use cases, translated into action words and LTSs)</td>
<td>mentioned (Test Case (TC) specifications are described in the introduced coverage language)</td>
<td>mentioned (sequence of action words: high level and then keywords: low level)</td>
<td>---</td>
<td>use cases are incrementally defined and translated into action words</td>
<td>implied by incremental use case definition and refinement and new test models</td>
<td>---</td>
<td></td>
</tr>
<tr>
<td>Utting and Legeard [23]</td>
<td>mentioned (user stories are formalised as test models by the customer)</td>
<td>---</td>
<td>---</td>
<td>manually generated based on user stories (as AT by customer)</td>
<td>---</td>
<td>---</td>
<td>---</td>
<td></td>
</tr>
<tr>
<td>Puolitaival [6]</td>
<td>mentioned (usage scenarios are modelled using the Qronic modelling language (state machine) and then translated into JWebUnit)</td>
<td>mentioned (Conformiq Qronic)</td>
<td>mentioned (Conformiq Qronic)</td>
<td>---</td>
<td>manually generated based on scenarios</td>
<td>continuous modelling</td>
<td>---</td>
<td></td>
</tr>
<tr>
<td>Faragó [2, 25]</td>
<td>mentioned (user stories are identified based on product specifications and modelled as LTS)</td>
<td>implied by the testing technique: ioco</td>
<td>implied by the testing technique: ioco</td>
<td>---</td>
<td>manually generated based on user stories and product specifications</td>
<td>---</td>
<td>---</td>
<td></td>
</tr>
<tr>
<td>Löffler et al. [26]</td>
<td>mentioned (UML IOD and SD and fixture based on requirements)</td>
<td>implied by the testing framework</td>
<td>implied by the testing framework</td>
<td>---</td>
<td>---</td>
<td>---</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Ussami et al. [8]</td>
<td>mentioned (system behaviour is represented with FSMs)</td>
<td>implied by the tool</td>
<td>implied by the tool</td>
<td>---</td>
<td>---</td>
<td>---</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Elalliaoui et al. [31, 33, 34]</td>
<td>mentioned (test models are represented as U2TP SDs, automatically generated based on user scenarios modelled as UML SDs)</td>
<td>mentioned (TestNG test cases, automatically generated from U2TP SDs)</td>
<td>implied by the tool</td>
<td>---</td>
<td>complete reuse: scenarios are modelled as UML SDs</td>
<td>implied by MDA and automatic model transformations</td>
<td>---</td>
<td></td>
</tr>
</tbody>
</table>
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the ‘building the model’ activity; other activities are typically considered or implied in the context of the testing tool or platform that is applied. ‘Test models’ are the main MBT artefact considered in these studies. Without exception, test models are created based on the requirements or the system behaviour (represented as user stories, use cases, usage scenarios etc.); this means that requirements are formalised as test cases. This is largely because MBT is used for AT in these studies. Other MBT artefacts are implied or specified considering the testing platform or the tool used for testing. This observation follows the fact that the most of the existing studies have argued that a major obstacle in the application of MBT in lightweight processes is that the models that are typically required for MBT are not the same as those produced in agile/weight processes or require details that are not considered essential in such processes. Therefore, using MBT in agile/weight processes has been mainly concerned with identifying models that can be adapted for use as test models in lightweight processes, focusing on how they should be constructed or generated so that agility is preserved.

The main outcome of the evaluation conducted herein is that in terms of agile characteristics, all the studies focus on minimal modelling, and only one study considers the ‘evolution’ of test models and the ‘reuse’ of test cases. Other works either address evolution implicitly by re-generating test cases from new/updated models or are completely oblivious in this regard. A substantial challenge in using MBT techniques in lightweight processes is to effectively deal with change. Evolution of the development artefacts including models is an inherent characteristic of lightweight processes. Therefore, keeping the test models updated is a substantial problem, which is not restricted to the use of MBT in lightweight processes; any development approach that is based on models has to tackle this problem in an effective manner.

In the context of MBT, incremental FSM-based testing, which is extensively researched in the past few years [37–42], can provide promising ideas for addressing the requirements that have not been addressed in existing MBT-for-agile techniques. This approach aims at modularising test case generation and execution based on evolving test models. Such a modularisation should eventually lead to saving time and effort in re-generating or re-executing the tests by focusing only on those parts that are influenced by the change. MBT of software product lines (e.g. [43–45]) can also provide viable solutions for dealing with incremental change and evolution in test models. Nevertheless, dealing with evolution and reuse depends on the specific MBT technique used for testing, and should be considered separately for each such technique.

8 Conclusion
This paper introduced a process-driven view on the use of MBT in agile/weight processes. It demonstrated that incorporation of MBT into a development process should consider a MBT approach throughout the whole development process, and thus explicitly deal with process-specific characteristics of the target development process. It defined two perspectives on the application of MBT in agile processes, namely the general MBT process and its requirements, and the particular characteristics of agile processes as related to testing. Accordingly, it introduced a set of integration criteria for complete incorporation of MBT into agile/weight processes, focusing on the activities, artefacts, and people involved in MBT. The integration criteria depict the specific characteristics of an appropriate MBT process for agile processes and allow analysts to identify the shortcomings and potential benefits of existing studies on the use of MBT in such processes.

Evaluation of existing studies shows that all the studies focus on minimal modelling and only one study considers the ‘evolution’ of test models and the ‘reuse’ of test cases, whereas these are considered as essential characteristics in agile processes. It can, therefore, be deduced that existing methods for applying MBT in an agile/weight development context are far from satisfactory, and extensive research is required for reaping the potential benefits of MBT in this important context.

The evaluation results produced herein can be used for developing existing approaches. They can also be used for developing a complete AD process that provides full and efficient support for MBT by addressing the shortcomings in existing approaches.
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