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ABSTRACT 

Situational Method Engineering (SME)1approaches help construct 

bespoke software development processes according to the 

specifications of the project at hand, but they are time-consuming 

and costly. A Software Process Line (SPrL) tackles this problem 

by allowing software processes to be constructed for specific 

project situations through reusing core process assets. Model-

Driven Development (MDD) has been used for automating SPrL 

Engineering (SPrLE); however, existing model-driven SPrLE 

methods are deficient as to their coverage of key MDD features. 

We propose a novel model-driven SPrLE approach that aims to 

address these shortcomings; it can be regarded as a framework 

that specifies the model chain and the core model-driven SPrLE 

activities that should be applied. The approach is yet to be refined 

and evolved through application to a real-world project; however, 

a preliminary criteria-based evaluation has shown that the 

shortcomings of existing SPrLE methods have indeed been 

addressed by the proposed approach. 
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1 INTRODUCTION 

Software Product Line Engineering (SPLE) [1] has proven 

itself as an effective approach for fast and cost-effective 

development of high-quality software products and software-

intensive systems [2]. Software Process Line Engineering (SPrLE) 

is somewhat similar to SPLE, but instead of software production, 

it is aimed at producing software development processes.  

Software processes have been recognized as essential means 

for developing quality software systems [3]. Situational Method 

Engineering (SME) [4] is the discipline concerned with 

constructing bespoke software processes, tailored to fit the project 

situation at hand. A Software Process Line (SPrL) is a specialized 

Software Product Line (SPL) in the context of SME [5]. 

According to [6], a SPrL is “a set of software development 

processes that share a common, managed set of features satisfying 

the specific needs of an organization and that are developed from 

a common set of core assets in a prescribed way.” Tailoring a 

SPrL for constructing project-specific processes is slow and error-

prone if done manually. Therefore, Model-Driven Development 

(MDD) has been applied to SPrLE; thus, tailoring the SPrL to fit a 

specific project context can be (semi)automatically performed if: 

1) a method base of reusable core assets is created, and 2) implicit 

tailoring knowledge is explicitly specified in the form of tailoring 

transformations [7]. Existing methods for model-driven SPrLE are 

afflicted with major deficiencies, namely: lack of a precise 

method for defining core processes, inadequate attention to the 

quality of software process practices selected in process tailoring, 

lack of multi-level modeling, and nonexistence of a method base 

for mapping project context attributes to development practices. 

We propose a novel MDD approach/framework for SPrLE 

with the specific aim of addressing the above issues. Similar to 

SPLE, our approach is performed in two phases: Domain 

Engineering (DE) and Application Engineering (AE). During DE, 

common and variable elements of the targeted software processes 

are identified to create a core process which forms the architecture 

of the SPrL; Software Process Improvement (SPI) methods are 

used for improving the quality of the core process. During AE, 

members of the SPrL (specific processes) are built based on the 

core process and through applying tailoring transformations.  

The rest of this paper is structured as follows: Section 2 

provides a survey and evaluation of existing SPrLE approaches; 

Section 3 introduces our proposed approach; Section 4 examines 

the strengths of the proposed approach in comparison to existing 

approaches; and Section 5 presents the concluding remarks. 
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2  Related Research 

In general, there are two categories of SPrLE approaches: 

 Non-model-driven approaches: In [8], an approach is 

proposed for developing the architecture of a SPrL and then 

deriving a specific process from the architecture. In [9], an 

approach for creating a business SPrL is proposed. The Map 

Indicator-based Guidance (MIG) approach [10] extends the 

MAP formalism [11] to facilitate process customization. In 

[12], an approach is proposed for defining reusable processes in 

Software Process Consulting Organizations (SPCOs). 

 Model-driven approaches: CASPER [5] is a meta-process and 

a set of process practices for creating adaptable process models. 

The method proposed in [13] supports variability management 

in software processes, automatic derivation of software 

processes, and automatic transformation of the derived 

processes into workflow specifications. In the approach 

proposed in [7], variabilities of process models are represented 

as feature models, the software process is modeled in eSPEM, 

and a MDD strategy is used for supporting automatic execution 

of transformation rules. In [14], a mega-model consisting of 

models and transformations is proposed for modeling and 

evolution of process lines in small software organizations. 

We have evaluated the existing model-driven SPrLE 

approaches based on specially defined criteria. Since a 

comprehensive set of criteria for evaluating SPrLE approaches is 

not available, we have defined the criteria based on the features 

deemed desirable in SME and MDD frameworks, as specified in 

[15]. The evaluation results, shown in Table 1, indicate that these 

approaches are deficient in several aspects: 

 Although the core process is a key part of a SPrL, many of the 

existing approaches lack a precise method for defining it. 

 None of the approaches provides the features that are 

considered essential in MDD, such as multi-level modeling. 

 one of the approaches provides a method base for mapping 

project context attributes to development practices; they thus 

fail to support (semi)automatic generation of custom processes. 

 Although software process quality is of utmost importance [16], 

existing approaches fail to give proper attention to the quality 

of the practices selected during process tailoring. 

3  Proposed Approach for Model-Driven SPrLE 

Our proposed approach for model-driven SPrLE is shown in 

Figure 1. Each of its two phases, DE and AE (Sections 3.1 and 

3.2), includes three sub-phases: Analysis, Design, and 

Implementation. Returning from each sub-phase to the previous 

one(s) is possible, as shown in Figure 1 by feedback loops. 

Returns from AE to DE are done in order to update the models. 

Table 1: Results of criteria-based evaluation of existing model-driven SPrLE approaches 

                                          Model-Driven SPrLE Approach 

Criterion 
[5] [13] [7] [14] 

Definition of core process(1) Low Low Low Low 

Definition of modeling levels(2) Low Low Low Low 

Attention to quality of process practices(3) Low Low Low Low 

Potential for process automation(4) Medium Medium Medium Medium 

Provision of knowledge repository(5) Low Low Low Low 

Complexity management(6) Low High Medium Low 

Transformation type(7) Horizontal Horizontal & Vertical Horizontal Horizontal 

Maintainability(8) Medium High Medium Medium 

Explanation of possible values for the criteria: 
(1) - Low: The need for definition of the core process is mentioned, but a precise method for defining it is not provided. 

- High: A precise method is provided for defining the core process. 

(2) - Low: Some models are created throughout the process, but different levels of abstraction (prescribed by MDD) are not supported. 

- High: Modeling levels are properly defined, and model transformation rules are specified. 

(3) - Low: The core process is created by using the method fragments defined in organizational processes, and mechanisms such as SPI methods are not used for enhancing 

the quality of the core process.  

- High: Mechanisms such as SPI methods are used for enhancing the quality of the core process. 

(4) - Low: Most of the process is performed manually. 

- Medium: A part of the process (pertaining to the application of transformation rules) is performed automatically, but complete identification of method fragments needs 

manual intervention by the method engineer. 

- High: Most of the process is performed automatically by providing method bases of method fragments and automatic execution of transformation rules. 

(5) - Low: No method base is defined for storing the method fragments and the relationships among the models. 

- High: A method base is defined for storing the method fragments and the model relationships, and it is used throughout the process. 

(6) - Low: Variation points and variants are included into the core process. Therefore, extending the core process will increase its complexity. 

- Medium: The variability model and the core process model are defined separately, but the traceability links between them are not specified. 

- High: The variability model and the core process model are defined separately, and the traceability links between them are specified. 

(7) - Vertical: It is used when the source and destination models are at different levels of abstraction. 

- Horizontal: It is used to convert models that are at the same abstraction level  

(8) - Low: Any change in any part of the models leads to a ripple effect throughout the models.  

- Medium to High: Mechanisms such as intermediate models are provided for enhancing the maintainability of the models. 

- High: In addition to intermediate models, automatic propagation of maintenance changes to the models is supported. 
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Figure 1: Proposed approach for SPrLE 

3.1  Domain Engineering (DE) 

The sub-phases of DE are explained in the following sections. 

3.1.1  Analysis 

 The activities performed in this sub-phase are as follows: 

 Selecting similar processes: Organizational processes are 

examined, and similar processes are identified.  

 Modeling similar processes in SPEM: The identified processes 

are all remodeled in SPEM; this facilitates the identification of 

their commonalities and variabilities. 

 Identification of context attributes: Attributes important to the 

organization are elicited from the tacit process knowledge of 

employees and published empirical knowledge. 

3.1.2  Design 

The activities performed in this sub-phase are as follows: 

 Context modeling: Identified context attributes are modeled 

based on the Software Process Context Metamodel (SPCM) [7]. 

 Identification of commonalities and variabilities: A bottom-up 

approach is usually used for producing the core process, in 

which knowledge on existing process definitions and 

applications (in a well-known problem domain) is used for 

extracting the commonalities and variabilities. However, this 

approach can result in an inadequate core process, as existing 

processes may not be adequate. In the top-down approach, 

which is based on analyzing the domain, it is difficult to 

adequately elicit the commonalities and variabilities from 

scratch [8]. Therefore, we use both approaches: the bottom-up 

approach is applied in the Design sub-phase of DE to produce 

an initial core process; the top-down approach is then used in 

Implementation to improve the quality of the core process. 

3.1.3  Implementation 

The activities performed in this sub-phase are as follows: 

 Analyzing and identifying the relationships between context 

attributes and process practices: The practices that are useful 

for each specific situation are identified. SPI practices can be 

used for improving the quality of the core process.  

 Developing a method base: A method base is built for storing 

the core assets as well as the relationships between project 

context attributes and the core assets. 

 Implementing transformation rules: Transformation rules are 

implemented using a language such as ATL. They are used for 

automatic derivation of a specific methodology from the SPrL. 

 Constructing the extended part of the core process:  The top-

down approach is used for improving the quality of the core 

process based on the project situation. In [17], a reference 

framework is defined for situational factors that affect software 

processes; we use this framework to specify the situation. The 

mappings between context attributes (situational factors) and 

suitable development practices should also be identified so as to 

automatically determine the practices that fit the situation. 

 Creating the complete core process: Transformations are 

applied to automatically merge the models created by the top-

down and bottom-up approaches. 

3.2  Application Engineering (AE) 

The sub-phases of AE are explained in the following sections. 

3.2.1  Analysis 

The context model of DE is taken as input, and the values of 

context attributes are set by the method engineer based on the 

project situation, thus yielding an organizational context model.  
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3.2.2  Design 

This is where MDD is applied. The organizational context 

model, core process model, and transformation rules are used for 

generating a situational methodology: the situational methodology 

is gradually generated at multiple modeling levels, from abstract 

to concrete, through the application of transformation rules. Two 

alternatives have so far been identified as the bases for defining 

the modeling levels: the granularity level of method fragments 

and the abstraction level of context attributes. In the former 

solution, variation points with higher granularities, such as the 

ones associated with phases or activities, are resolved first (at 

higher modeling levels); whereas variation points with lower 

granularities, such as those associated with tasks, roles, and work 

products, are resolved at lower levels. In the alternative solution, 

situational factors are classified based on their abstraction levels; 

variation points dependent on the values of higher-abstraction 

factors, such as organizational factors, are resolved first, whereas 

variation points dependent on lower-abstraction factors, such as 

project factors, are resolved at lower modeling levels. 

3.2.3  Implementation 

The methodology produced in the previous phase is enacted in 

the real world, and the results of its application may call for 

further iterations of the DE and AE phases. 

4 Discussion 

The problems observed in existing approaches, listed in 

Section 2, are addressed in our proposed approach; namely: 

 In DE, a precise method is presented for creating the core 

process using bottom-up and top-down approaches.  

 SPI methods are used in order to improve the quality of the core 

process and the derivable processes. 

 Multiple modeling levels are defined in AE. 

 A method base is devised for storing the core assets, and also 

for mapping project context attributes to the relevant practices.  

 The target process, and parts of the core process, are generated 

automatically, thus providing a high degree of automation.  

 The variability- and core-process models are produced 

separately, and a traceability matrix is used for maintaining 

their dependencies. Also, the target process is generated 

gradually during AE. Disruptive complexity is thus avoided.  

 Horizontal and vertical transformations are both supported, the 

former for creating models such as the core process model, and 

the latter for generating the lower-level models in AE. 

 Intermediate models are created, and transformation rules are 

applied for automatic propagation of changes to the models. 

Maintainability is thus promoted through MDD features. 

5  Conclusion and Future Work 

Even though the general specifications of the proposed 

approach are complete, the following elements have not been 

finalized yet: the contents of the method base, the modeling levels 

used in AE for model-driven development of processes, and the 

transformation rules. Future effort will hence focus on completing 

and refining the proposed approach through empirical evaluation. 
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